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Abstract. The problem we are trying to tackle in this research is that
of the availability of critical applications while they are being updated.
We are investigating how dynamic aspects can be used to evolve some
concerns of a running application. Our approach targets a three steps
process: first, an application is statically refactored so that evolvable
concerns are cleanly separated, second, concerns are handled by a reflec-
tive infrastructure, and third, a runtime API to this infrastructure makes
it possible to update the separated concerns one at a time.

1 Introduction

An intrinsical property of a successful software application is its need for evolu-
tion. In order to keep an application up to date, we continuously need to adapt
it. Usually, applications have to be shut down before they can updated, in order
to avoid data corruption for example, but mostly because it is generally not
possible to update an application at runtime. In some cases, this is beyond the
pale, for example in critical systems such as web services, telecommunication
switches, banking systems, etc. Unavailability of software systems could have
unacceptable financial consequences for the companies and their position in the
market.

Currently this problem is being solved using redundant systems [1]. Every
critical system is provided with a double that can take over all the functions of
the original one, whenever it is not available. This solution has already proved
it is working well but it still has some disadvantages. Firstly, the financial side
of the story: every piece of hardware and software has to be purchased multiple
times. Also, redundant systems have their own problems as the management
of the different versions gets harder. Also the maintenance and the switching
between the redundant systems are sometimes underestimated.

We are investigating a better, more flexible, solution to this problem, based
on the development of applications with separated concerns [2]. In such an appli-
cation, every adressed concern – crosscutting or not – exists as a separate entity
that can be adapted and substituted without affecting the rest of the system.
What we call an entity in this paper is a part of the program that copes with



a certain concern. Depending on which programming paradigm is used, the en-
tity can be of different types. In AOP for example, an entity refers to a set of
objects that handles one function or aspect, but an entity can also refer to a
component, a set of functions, a set of procedures, a set of abstract data types,
etc., depending on the programming paradigm.

If the application is cleanly split up in separate entities, we can say that
the evolution of that software system falls down to the removal, the addition
or the modification of a certain separated system entity. From the moment that
this can be done while the application is running, we can talk about dynamic
software evolution.

In real life, it turns out that the principle of separated concerns is not always
that easy to achieve. Even though some experimental techniques already exist to
that matter, they are not exerted all the way through. The major part of today’s
applications is only a set of strongly woven concerns. Next to that, most exist-
ing techniques in separation of concerns are still too static to support dynamic
maintenance in real time, because they provide a model in which concerns are
fixed in the application [3–6]. This hinders their modification, at execution time.
More dynamic techniques are to be investigated to solve that issue. Several pro-
totypes of those techniques do exist [7, 8], but still lack some dynamic properties
as well as practical experience.

2 A Concern-based Approach to Dynamic Software
Evolution

In order to solve the problems stated above, there are two fundamental issues
we have to cope with. On the one hand, we should make sure that the systems
match the principle of separated concerns. On the other hand, we should find a
technique that allows cleanly developed systems to evolve dynamically.

2.1 General approach

The opening perspective of our research is that we will allow all kinds of entities
to evolve dynamically. This is a very ambitious perspective, so we will try to get
as close to it as possible by using a step by step approach.

As a start, we will test this approach on the separated aspects of an aspect-
oriented application. In such an application, evolvable concerns (aspects) are
intrinsically encapsulated out of the base application (this is the obliviousness
property). This makes it a lot easier to consider their evolution, compared to
evolving pieces of the rest of the base program, which will always be interacting
with the other modules.

In a second phase, we want to evolve cleanly separated entities of an ordi-
nary object oriented application which are still well modularized, but not im-
plemented as an aspect. This will be a harder challenge as the application has
direct knowledge and references to such modules.

As the ultimate goal is to allow the same approach for functional, procedural,
and programming paradigms, we should finally widen our field of action.



2.2 Matching the principle of separated concerns

Most of existing applications do not match with the principle of separated con-
cerns. Nevertheless, they should match with it, if we want to allow them to evolve
dynamically. For that, we want to investigate how aspects can be detected in
existing applications. Research in that domain, aspect mining, only started re-
cently. Although abstract results seem promising, concrete results are not yet
available.

We need to investigate if and how we can detect different concerns by ob-
serving the dynamic behavior of the application and by deriving which parts are
weakly or strongly connected, which communication patterns occur frequently,
etc. We plan to use reflection – calculations on calculations – in order to do so.
In [9] a reflection based runtime monitor is presented, which is able to observe
a running application. Extending that monitor with some domain knowledge on
communication patterns would already allow the detection of some concerns.
The use of a logic metalanguage is also a envisionned possibility.

Once we have identified the different concerns, we need to restructure the
application in order to make the concerns explicit. For this, we use refactoring
techniques [10], which permit the modification of the internal structure of an
application without influencing its semantics. We may need to extend existing
refactoring techniques for our purpose.

2.3 From runtime reflection to dynamic evolution

A reflective system is able to reason about itself by the use of metacomputa-
tions – computations about computations. For permitting that, such a system
is composed out of two levels: the base level, housing the base computations
and the metalevel, housing the metacomputations. Both levels are said to be
causally connected. This means that, from the base level point of view, the ap-
plication has access to its representation at the metalevel and that, from the
metalevel point of view, a change of the representation will affect ulterior base
computations. Depending on which part of the representation is accessed, the
part describing the structure of the program, or the part describing its behavior,
reflection is said to be structural or behavioral.

Figure 1 illustrates the causal connection between base and metalevel, and
shows how this can be used in order to change the behavior or the structure
of a base-level application. The left part of the figure shows the architecture of
a certain application that has cleanly separated entities at the base level. The
metalevel houses a representation of this application. Using dynamic structural
and behavioral intercession, the application could self-evolve through metalevel
manipulations. The center picture shows that a new entity is added in the met-
alevel representation of the application. The right picture shows the propagation
of the metalevel change down to the base level, thus changing the application’s
behavior and structure. Using this approach we can update separated entities
of a system without having to switch off the system, and thus allow dynamic
evolution. Still there are several issues that have to be solved in order to do so.



Fig. 1. Dynamically updating an entity through metalevel manipulation.

The evolution framework. We need a platform that provides both struc-
tural and behavioral reflection at runtime and that allows dynamic composition
of meta-entities. As a first step, such entities will be aspects. Since we need
structural reflection at runtime, we are going to experiment with Smalltalk. The
behavioral reflection part will have to be added, based on the ideas of par-
tial behavioral reflection as exposed in [11] and materialized in the Reflex plat-
form for Java. Finally, we plan to inspire from the work on EAOP (Event-based
Aspect-Oriented Programming) [8] with regards to dynamic aspect composition
facilities. Although targeted to behavioral issues, Reflex and EAOP underlying
ideas can be adapted to deal with structural changes. First, we definitely retain
the idea of a global monitor controlling the application, and the selective in-
troduction of hooks within base applications. As long as structural changes are
intra-entity – stay locally inside a certain entity – they are straightforward to al-
low. If they are inter-entity changes, things will obviously get more complicated
as we will have to keep track of the inter-entity dependencies. This is an issue
that we will have to investigate further.

In a first version of the framework, we plan to apply a two-layered architecture
to allow us to modify the behavior of a running application even when it is
already running. For doing that, we instrument the running application with
calls to the monitor at every point where communication between entities occurs.
The monitor has to keep track of that communication in order to make it possible
to substitute a certain entity. During execution, the monitor passes control to
the concerned entities, making its presence unnoticeable. When changing a given
entity, the monitor will queue all calls to the ’old’ entity in order to send them
to the ’new’ one once in place. This is illustrated in Fig. 2. Our approach implies
that any evolvable entity has to be referenced by the monitor, and that the
monitor keeps track of entities and inter-entity relations.

The runtime API. Finally, in order to evolve the application, the user has to
change the application’s representation in the monitor. To that extent, a runtime
API will be included so that the user can interact on-line with the monitor. The
functionalities of the API have to include the addition, the removal and the
modification of a system entity (aspect or functionality). Adding a new entity
is done by writing its code, and by registering it in the monitor. Removing
an entity is more complex, as we should make sure that no other entities are
dependant of that entity before actually removing it. If that is however the case,
the programmer should be warned about that. When a certain entity needs to



Fig. 2. Runtime evolvability by means of a two layered architecture: inter-entity com-
munications (left) are indirected to the monitor (right).

be modified, we have to write the new entities code, and tell the monitor that
it should use the new entity instead of the old one whenever the old one is
referenced by an other system entity. In this case, there are also some difficulties
that arise, since we should be able to transfer the state from one to another
entity. Some formal definition of the before-after behavior should be established
in order to avoid conflicts.

3 Conclusion

In this paper, we started to investigate the issue of dynamic evolution of ap-
plications. We have sketched a three-step process based on cleanly separating
evolvable concerns in an application, controlled at the metalevel by a monitor
with full reflective capabilities. Such a monitor merges the ideas of EAOP and
partial behavioral reflection with the great dynamic capabilities of a language like
Smalltalk, to provide dynamic evolution of object-oriented and aspect-oriented
applications.
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